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We are entering an era of vastly increased computation

2017‘10

from Kurzweil AI



Methods that scale with computation 
are the future of AI

• e.g., learning and search 

• general-purpose methods

• One of the oldest questions in AI has been answered!  

• “weak” general-purpose methods are better 
than “strong” methods (utilizing human insight)

• Supervised learning and model-free RL methods  
are only weakly scalable



Prediction learning is scalable

• It’s the unsupervised supervised learning 

• We have a target (just by waiting) 

• Yet no human labeling is needed!  

• Prediction learning is the scalable model-free learning



Real-life examples of action and prediction learning  
Perception, action, and anticipations, as fast as possible



Temporal-difference learning
is a method for learning to predict

• Widely used in RL to predict future reward  
(value functions) 

• Key to Q-learning, Sarsa, TD(λ), Deep Q network, TD-
Gammon, actor-critic methods, Samuel’s checker player 

• but not AlphaGo, helicopter autopilots, pure-
policy-based methods… 

• Appears to be how brain reward systems work 

• Can be used to predict any signal, not just reward 



TD learning is learning a prediction 
from another, later, learned prediction

• i.e., learning a guess from a guess

• The TD error is the difference between  
the two predictions, the temporal difference

• Otherwise TD learning is the same as 
supervised learning, backpropagating the error



Example: TD Gammon
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Example: TD-Gammon Tesauro, 1992-1995

Start with a random Network

Play millions of games against itself

Learn a value function from this simulated experience

Six weeks later it’s the best player of backgammon in the world
Originally used expert handcrafted features, later repeated with raw board positions

estimated state value
(≈ prob of winning)

Action selection
by a shallow search



But do I need TD learning?  
or can I use ordinary supervised learning?



RL + Deep Learning Performance on Atari Games

Space Invaders Breakout Enduro



• Learned to play 49 games for the Atari 2600 game console, 
without labels or human input, from self-play and the score alone

• Learned to play better than all previous algorithms 
and at human level for more than half the games 

RL + Deep Learning, applied to Classic Atari Games 
Google Deepmind 2015, Bowling et al. 2012

difficult and engaging for human players. We used the same network
architecture, hyperparameter values (see Extended Data Table 1) and
learning procedure throughout—taking high-dimensional data (210|160
colour video at 60 Hz) as input—to demonstrate that our approach
robustly learns successful policies over a variety of games based solely
on sensory inputs with only very minimal prior knowledge (that is, merely
the input data were visual images, and the number of actions available
in each game, but not their correspondences; see Methods). Notably,
our method was able to train large neural networks using a reinforce-
ment learning signal and stochastic gradient descent in a stable manner—
illustrated by the temporal evolution of two indices of learning (the
agent’s average score-per-episode and average predicted Q-values; see
Fig. 2 and Supplementary Discussion for details).

We compared DQN with the best performing methods from the
reinforcement learning literature on the 49 games where results were
available12,15. In addition to the learned agents, we also report scores for
a professional human games tester playing under controlled conditions
and a policy that selects actions uniformly at random (Extended Data
Table 2 and Fig. 3, denoted by 100% (human) and 0% (random) on y
axis; see Methods). Our DQN method outperforms the best existing
reinforcement learning methods on 43 of the games without incorpo-
rating any of the additional prior knowledge about Atari 2600 games
used by other approaches (for example, refs 12, 15). Furthermore, our
DQN agent performed at a level that was comparable to that of a pro-
fessional human games tester across the set of 49 games, achieving more
than 75% of the human score on more than half of the games (29 games;

Convolution Convolution Fully connected Fully connected

No input

Figure 1 | Schematic illustration of the convolutional neural network. The
details of the architecture are explained in the Methods. The input to the neural
network consists of an 84 3 84 3 4 image produced by the preprocessing
map w, followed by three convolutional layers (note: snaking blue line

symbolizes sliding of each filter across input image) and two fully connected
layers with a single output for each valid action. Each hidden layer is followed
by a rectifier nonlinearity (that is, max 0,xð Þ).
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Figure 2 | Training curves tracking the agent’s average score and average
predicted action-value. a, Each point is the average score achieved per episode
after the agent is run with e-greedy policy (e 5 0.05) for 520 k frames on Space
Invaders. b, Average score achieved per episode for Seaquest. c, Average
predicted action-value on a held-out set of states on Space Invaders. Each point

on the curve is the average of the action-value Q computed over the held-out
set of states. Note that Q-values are scaled due to clipping of rewards (see
Methods). d, Average predicted action-value on Seaquest. See Supplementary
Discussion for details.
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mapping raw
screen pixels

to predictions
of final score
for each of 18

joystick actions

Same learning 
algorithm applied 
to all 49 games! 

w/o human tuning



TD learning is relevant only on  
multi-step prediction problems

• Only when the thing predicted is  
multiple steps in the future 

• with information about it possibly revealed  
on each step

• In other words, everything other than the 
classical supervised learning setup 



Examples of multi-step prediction
• Predicting the outcome of a game, like chess or backgammon 

• Predicting what a stock-market index will be at the end of the 
year, or in six months 

• Predicting who will be the next US president 

• Predicting who the US will next go to war against 

• or how many US soldiers will be killed during a president’s term 

• Predicting a sensory observation, in 10 steps, in roughly 10 steps, 
or when something else happens 

• Predicting discounted cumulative reward conditional on behavior



Do we need to think about 
multi-step predictions?

• Can’t we just think of the multi-step as one big step, 
and then use one-step methods? 

• Can’t we just learn one-step predictions, and then 
iterate them (compose them) to produce multi-step 
predictions when needed? 

• No, we really can’t (and shouldn’t want to)



The one-step trap:
Thinking that one-step predictions are sufficient

• That is, at each step predict the state and observation one 
step later

• Any long-term prediction can then be made by simulation

• In theory this works, but not in practice

• Making long-term predictions by simulation is 
exponentially complex 

• and amplifies even small errors in the one-step predictions 

• Falling into this trap is very common: POMDPs, Bayesians, 
control theory, compression enthusiasts



Can’t we just use our familiar one-step 
supervised learning methods? 

(applied to RL, these are known as Monte Carlo methods)

• Can’t we just wait until the target is known, then use a one-step 
method? (reduce to input-output pairs) 

• E.g., wait until the end of the game, then regress to the outcome 

• No, not really; there are significant computational costs to this 

• memory scales with the span (#steps) of the prediction 

• computation is poorly distributed over time 

• These can be avoided with learning methods specialized for multi-step 

• Also, sometimes the target is never known (off-policy) 

• We should not ignore these things; they are not nuisances, they are 
clues, hints from nature



New RL notation
• Life: 

• Return: 

• state-value function: 

• TD error:
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methods must wait until the end of the episode to determine the increment to V (St)
(only then is Gt known), TD methods need to wait only until the next time step.
At time t + 1 they immediately form a target and make a useful update using the
observed reward Rt+1 and the estimate V (St+1). The simplest TD method makes
the update

V (St) V (St) + ↵
h
Rt+1 + �V (St+1)� V (St)

i
(6.2)

immediately on transition to St+1 and receiving Rt+1. In e↵ect, the target for the
Monte Carlo update is Gt, whereas the target for the TD update is Rt+1 +�V (St+1).
This TD method is called TD(0), or one-step TD, because it is a special case of the
TD(�) and n-step TD methods developed in Chapter 12 and Chapter 7. The box
below specifies TD(0) completely in procedural form.

Tabular TD(0) for estimating v⇡

Input: the policy ⇡ to be evaluated
Initialize V (s) arbitrarily (e.g., V (s) = 0, 8s 2 S+)
Repeat (for each episode):

Initialize S
Repeat (for each step of episode):

A action given by ⇡ for S
Take action A, observe R, S0

V (S) V (S) + ↵
⇥
R + �V (S0)� V (S)

⇤

S  S0

until S is terminal

Because the TD(0) bases its update in part on an existing estimate, we say that
it is a bootstrapping method, like DP. We know from Chapter 3 that

v⇡(s)
.
= E⇡[Gt | St =s] (6.3)

= E⇡[Rt+1 + �Gt+1 | St =s] (from (3.7))

= E⇡[Rt+1 + �v⇡(St+1) | St =s] . (6.4)

Roughly speaking, Monte Carlo methods use an estimate of (6.3) as a target, whereas
DP methods use an estimate of (6.4) as a target. The Monte Carlo target is an
estimate because the expected value in (6.3) is not known; a sample return is used
in place of the real expected return. The DP target is an estimate not because of
the expected values, which are assumed to be completely provided by a model of the
environment, but because v⇡(St+1) is not known and the current estimate, V (St+1),
is used instead. The TD target is an estimate for both reasons: it samples the
expected values in (6.4) and it uses the current estimate V instead of the true v⇡.
Thus, TD methods combine the sampling of Monte Carlo with the bootstrapping of
DP. As we shall see, with care and imagination this can take us a long way toward
obtaining the advantages of both Monte Carlo and DP methods.
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moving along a track so as to keep a pole hinged to the cart from falling over. A
failure is said to occur if the pole falls past a given angle from vertical or if the cart
runs o↵ the track. The pole is reset to vertical after each failure. This task could be
treated as episodic, where the natural episodes are the repeated attempts to balance
the pole. The reward in this case could be +1 for every time step on which failure did
not occur, so that the return at each time would be the number of steps until failure.
Alternatively, we could treat pole-balancing as a continuing task, using discounting.
In this case the reward would be �1 on each failure and zero at all other times.
The return at each time would then be related to ��K , where K is the number of
time steps before failure. In either case, the return is maximized by keeping the pole
balanced for as long as possible.

Exercise 3.6 Suppose you treated pole-balancing as an episodic task but also used
discounting, with all rewards zero except for �1 upon failure. What then would the
return be at each time? How does this return di↵er from that in the discounted,
continuing formulation of this task? ⇤
Exercise 3.7 Imagine that you are designing a robot to run a maze. You decide
to give it a reward of +1 for escaping from the maze and a reward of zero at all
other times. The task seems to break down naturally into episodes—the successive
runs through the maze—so you decide to treat it as an episodic task, where the goal
is to maximize expected total reward (3.5). After running the learning agent for a
while, you find that it is showing no improvement in escaping from the maze. What
is going wrong? Have you e↵ectively communicated to the agent what you want it
to achieve? ⇤

Returns at successive time steps are related to each other in a way that is important
for the theory and algorithms of reinforcement learning:

Gt
.
= Rt+1 + �Rt+2 + �2Rt+3 + �3Rt+4 + · · ·
= Rt+1 + �

�
Rt+2 + �Rt+3 + �2Rt+4 + · · ·

�

= Rt+1 + �Gt+1 (3.7)

Note that this works for all time steps t < T , even if termination occurs at t+1, if we
define GT = 0. This often makes it easy to compute returns from reward sequences.

Exercise 3.8 Suppose � = 0.5 and the following sequence of rewards is received
R1 = �1, R2 = 2, R3 = 6, R4 = 3, and R5 = 2, with T = 5. What are G0, G1, . . .,
G5? Hint: Work backwards. ⇤

Note that although the return (3.6) is a sum of an infinite number of terms, it
is still finite if the reward is nonzero and constant—if � < 1. For example, if the
reward is a constant +1, then the return is

Gt =
1X

k=0

�k =
1

1 � �
. (3.8)

Exercise 3.9 Suppose � = 0.9 and the reward sequence is R1 = 2 followed by an
infinite sequence of 7s. What are G1 and G0? ⇤

S0, A0, R1, S1, A1, R2, S2, . . .

State Action Reward

Definition Discount rate, e.g., 0.9

Rt+1 + �V (St+1)� V (St)

True value of state s
under policy π

Estimated value function



Monte Carlo (Supervised Learning) (MC)
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V (St )←V (St )+α Gt −V (St )[ ]

St



Simplest TD Method

T T T TT

T T T T TTTTTT

T T T T T

V (St )←V (St )+α Rt+1 + γV (St+1)−V (St )[ ]
St

Rt+1St+1



cf. Dynamic Programming
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TD methods bootstrap and sample

Bootstrapping: update involves an estimate
MC does not bootstrap
Dynamic Programming bootstraps
TD bootstraps

Sampling: update does not involve an expectation
MC samples
Dynamic Programming does not sample
TD samples



TD Prediction

Policy Evaluation (the prediction problem): 
         for a given policy π, compute the state-value function vπ 

Recall:  Simple every-visit Monte Carlo method:

target: the actual return after time t

target: an estimate of the return

Chapter 6

Temporal-Di↵erence Learning

If one had to identify one idea as central and novel to reinforcement learning, it would
undoubtedly be temporal-di↵erence (TD) learning. TD learning is a combination
of Monte Carlo ideas and dynamic programming (DP) ideas. Like Monte Carlo
methods, TD methods can learn directly from raw experience without a model of
the environment’s dynamics. Like DP, TD methods update estimates based in part
on other learned estimates, without waiting for a final outcome (they bootstrap).
The relationship between TD, DP, and Monte Carlo methods is a recurring theme in
the theory of reinforcement learning. This chapter is the beginning of our exploration
of it. Before we are done, we will see that these ideas and methods blend into each
other and can be combined in many ways. In particular, in Chapter 7 we introduce
the TD(�) algorithm, which seamlessly integrates TD and Monte Carlo methods.

As usual, we start by focusing on the policy evaluation or prediction problem, that
of estimating the value function v⇡ for a given policy ⇡. For the control problem
(finding an optimal policy), DP, TD, and Monte Carlo methods all use some variation
of generalized policy iteration (GPI). The di↵erences in the methods are primarily
di↵erences in their approaches to the prediction problem.

6.1 TD Prediction

Both TD and Monte Carlo methods use experience to solve the prediction problem.
Given some experience following a policy ⇡, both methods update their estimate v
of v⇡ for the nonterminal states St occurring in that experience. Roughly speaking,
Monte Carlo methods wait until the return following the visit is known, then use
that return as a target for V (St). A simple every-visit Monte Carlo method suitable
for nonstationary environments is

V (St) V (St) + ↵
h
Gt � V (St)

i
, (6.1)

where Gt is the actual return following time t, and ↵ is a constant step-size parameter
(c.f., Equation 2.4). Let us call this method constant-↵ MC. Whereas Monte Carlo
methods must wait until the end of the episode to determine the increment to V (St)

127

The simplest temporal-difference method TD(0):
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(only then is Gt known), TD methods need wait only until the next time step. At
time t + 1 they immediately form a target and make a useful update using the
observed reward Rt+1 and the estimate V (St+1). The simplest TD method, known
as TD(0), is

V (St) V (St) + ↵
h
Rt+1 + �V (St+1)� V (St)

i
. (6.2)

In e↵ect, the target for the Monte Carlo update is Gt, whereas the target for the TD
update is Rt+1 + �V (St+1).

Because the TD method bases its update in part on an existing estimate, we say
that it is a bootstrapping method, like DP. We know from Chapter 3 that

v⇡(s)
.
= E⇡[Gt | St =s] (6.3)

= E⇡

" 1X

k=0

�kRt+k+1

����� St =s

#

= E⇡

"
Rt+1 + �

1X

k=0

�kRt+k+2

����� St =s

#

= E⇡[Rt+1 + �v⇡(St+1) | St =s] . (6.4)

Roughly speaking, Monte Carlo methods use an estimate of (6.3) as a target, whereas
DP methods use an estimate of (6.4) as a target. The Monte Carlo target is an
estimate because the expected value in (6.3) is not known; a sample return is used
in place of the real expected return. The DP target is an estimate not because of
the expected values, which are assumed to be completely provided by a model of the
environment, but because v⇡(St+1) is not known and the current estimate, V (St+1),
is used instead. The TD target is an estimate for both reasons: it samples the
expected values in (6.4) and it uses the current estimate V instead of the true v⇡.
Thus, TD methods combine the sampling of Monte Carlo with the bootstrapping of
DP. As we shall see, with care and imagination this can take us a long way toward
obtaining the advantages of both Monte Carlo and DP methods.

Figure 6.1 specifies TD(0) completely in procedural form.

Input: the policy ⇡ to be evaluated
Initialize V (s) arbitrarily (e.g., V (s) = 0, 8s 2 S+)
Repeat (for each episode):

Initialize S
Repeat (for each step of episode):

A action given by ⇡ for S
Take action A; observe reward, R, and next state, S0

V (S) V (S) + ↵
⇥
R + �V (S0)� V (S)

⇤

S  S0

until S is terminal

Figure 6.1: Tabular TD(0) for estimating v⇡.

Step-size
parameter



Example: Driving Home

6.1. TD PREDICTION 129

TD(0)

The diagram to the right is the backup diagram for tabular TD(0). The
value estimate for the state node at the top of the backup diagram is up-
dated on the basis of the one sample transition from it to the immediately
following state. We refer to TD and Monte Carlo updates as sample back-
ups because they involve looking ahead to a sample successor state (or
state–action pair), using the value of the successor and the reward along
the way to compute a backed-up value, and then changing the value of the
original state (or state–action pair) accordingly. Sample backups di↵er from the full
backups of DP methods in that they are based on a single sample successor rather
than on a complete distribution of all possible successors.

Example 6.1: Driving Home Each day as you drive home from work, you try to
predict how long it will take to get home. When you leave your o�ce, you note the
time, the day of week, and anything else that might be relevant. Say on this Friday
you are leaving at exactly 6 o’clock, and you estimate that it will take 30 minutes
to get home. As you reach your car it is 6:05, and you notice it is starting to rain.
Tra�c is often slower in the rain, so you reestimate that it will take 35 minutes from
then, or a total of 40 minutes. Fifteen minutes later you have completed the highway
portion of your journey in good time. As you exit onto a secondary road you cut
your estimate of total travel time to 35 minutes. Unfortunately, at this point you get
stuck behind a slow truck, and the road is too narrow to pass. You end up having
to follow the truck until you turn onto the side street where you live at 6:40. Three
minutes later you are home. The sequence of states, times, and predictions is thus
as follows:

Elapsed Time Predicted Predicted
State (minutes) Time to Go Total Time
leaving o�ce, friday at 6 0 30 30
reach car, raining 5 35 40
exiting highway 20 15 35
2ndary road, behind truck 30 10 40
entering home street 40 3 43
arrive home 43 0 43

The rewards in this example are the elapsed times on each leg of the journey.1 We
are not discounting (� = 1), and thus the return for each state is the actual time to
go from that state. The value of each state is the expected time to go. The second
column of numbers gives the current estimated value for each state encountered.

A simple way to view the operation of Monte Carlo methods is to plot the predicted
total time (the last column) over the sequence, as in Figure 6.2 (left). The arrows
show the changes in predictions recommended by the constant-↵ MC method (6.1),
for ↵ = 1. These are exactly the errors between the estimated value (predicted time
to go) in each state and the actual return (actual time to go). For example, when
you exited the highway you thought it would take only 15 minutes more to get home,

1If this were a control problem with the objective of minimizing travel time, then we would of
course make the rewards the negative of the elapsed time. But since we are concerned here only
with prediction (policy evaluation), we can keep things simple by using positive numbers.



Driving Home

Changes recommended by 
Monte Carlo methods (α=1)

Changes recommended
by TD methods (α=1)



Advantages of TD Learning

TD, but not MC, methods can be fully incremental
You can learn before knowing the final outcome

Less memory
Less peak computation

You can learn without the final outcome
From incomplete sequences

Both MC and TD converge (under certain assumptions to 
be detailed later), but which is faster?



Random Walk Example

Values learned by TD after
various numbers of episodes
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(only then is Gt known), TD methods need wait only until the next time step. At
time t + 1 they immediately form a target and make a useful update using the
observed reward Rt+1 and the estimate V (St+1). The simplest TD method, known
as TD(0), is

V (St) V (St) + ↵
h
Rt+1 + �V (St+1)� V (St)

i
. (6.2)

In e↵ect, the target for the Monte Carlo update is Gt, whereas the target for the TD
update is Rt+1 + �V (St+1).

Because the TD method bases its update in part on an existing estimate, we say
that it is a bootstrapping method, like DP. We know from Chapter 3 that

v⇡(s)
.
= E⇡[Gt | St =s] (6.3)

= E⇡

" 1X

k=0

�kRt+k+1

����� St =s

#

= E⇡

"
Rt+1 + �

1X

k=0

�kRt+k+2

����� St =s

#

= E⇡[Rt+1 + �v⇡(St+1) | St =s] . (6.4)

Roughly speaking, Monte Carlo methods use an estimate of (6.3) as a target, whereas
DP methods use an estimate of (6.4) as a target. The Monte Carlo target is an
estimate because the expected value in (6.3) is not known; a sample return is used
in place of the real expected return. The DP target is an estimate not because of
the expected values, which are assumed to be completely provided by a model of the
environment, but because v⇡(St+1) is not known and the current estimate, V (St+1),
is used instead. The TD target is an estimate for both reasons: it samples the
expected values in (6.4) and it uses the current estimate V instead of the true v⇡.
Thus, TD methods combine the sampling of Monte Carlo with the bootstrapping of
DP. As we shall see, with care and imagination this can take us a long way toward
obtaining the advantages of both Monte Carlo and DP methods.

Figure 6.1 specifies TD(0) completely in procedural form.

Input: the policy ⇡ to be evaluated
Initialize V (s) arbitrarily (e.g., V (s) = 0, 8s 2 S+)
Repeat (for each episode):

Initialize S
Repeat (for each step of episode):

A action given by ⇡ for S
Take action A; observe reward, R, and next state, S0

V (S) V (S) + ↵
⇥
R + �V (S0)� V (S)

⇤

S  S0

until S is terminal

Figure 6.1: Tabular TD(0) for estimating v⇡.



TD and MC on the Random Walk

Data averaged over
100 sequences of episodes



Batch Updating in TD and MC methods

Batch Updating: train completely on a finite amount of data,
      e.g., train repeatedly on 10 episodes until convergence.

      Compute updates according to TD or MC, but only update
      estimates after each complete pass through the data.  

For any finite Markov prediction task, under batch updating,
TD converges for sufficiently small α.

Constant-α MC also converges under these conditions, but to
a difference answer! 



Random Walk under Batch Updating

After each new episode, all previous episodes were treated as a batch, and 
algorithm was trained until convergence. All repeated 100 times.



You are the Predictor

Suppose you observe the following 8 episodes:

A, 0, B, 0
B, 1
B, 1
B, 1
B, 1
B, 1
B, 1
B, 0

0.75V(B)?
V(A)? 0?

Assume Markov states, no discounting (! = 1)



You are the Predictor

V(A)? 0.75



You are the Predictor

The prediction that best matches the training data is V(A)=0
This minimizes the mean-square-error on the training set
This is what a batch Monte Carlo method gets

If we consider the sequentiality of the problem, then we 
would set V(A)=.75

This is correct for the maximum likelihood estimate of a 
Markov model generating the data 
i.e, if we do a best fit Markov model, and assume it is 
exactly correct, and then compute what it predicts (how?)
This is called the certainty-equivalence estimate
This is what TD gets



Summary so far

Introduced one-step tabular model-free TD methods
These methods bootstrap and sample, combining aspects of 
Dynamic Programming and MC methods
TD methods are computationally congenial
If the world is truly Markov, then TD methods will learn 
faster than MC methods
MC methods have lower error on past data, but higher error 
on future data



width
of backup

height
(depth)
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Temporal-
difference

learning
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Monte
Carlo
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Exhaustive
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Unified View



Learning An Action-Value Function

Estimate qπ for the current policy π

St,At

Rt+1St St+1, At+1

Rt+2St+1
Rt+3St+2 St+3. . . . . .

St+2, At+2 St+3, At+3

After every transition from a nonterminal state, St , do this:
Q(St ,At )←Q(St ,At )+α Rt+1 + γQ(St+1,At+1)−Q(St ,At )[ ]
If St+1  is terminal, then define Q(St+1,At+1) = 0



Sarsa: On-Policy TD Control

Turn this into a control method by always updating the
policy to be greedy with respect to the current estimate: 142 CHAPTER 6. TEMPORAL-DIFFERENCE LEARNING

Initialize Q(s, a), 8s 2 S, a 2 A(s), arbitrarily, and Q(terminal-state, ·) = 0
Repeat (for each episode):

Initialize S

Choose A from S using policy derived from Q (e.g., "-greedy)
Repeat (for each step of episode):

Take action A, observe R, S0

Choose A

0 from S

0 using policy derived from Q (e.g., "-greedy)
Q(S,A) Q(S,A) + ↵[R+ �Q(S0

, A

0)�Q(S,A)]
S  S

0; A A

0;
until S is terminal

Figure 6.9: Sarsa: An on-policy TD control algorithm.

long as all state–action pairs are visited an infinite number of times and the
policy converges in the limit to the greedy policy (which can be arranged, for
example, with "-greedy policies by setting " = 1/t), but this result has not yet
been published in the literature.

Example 6.5: Windy Gridworld Figure 6.10 shows a standard gridworld,
with start and goal states, but with one di↵erence: there is a crosswind upward
through the middle of the grid. The actions are the standard four—up, down,

right, and left—but in the middle region the resultant next states are shifted
upward by a “wind,” the strength of which varies from column to column. The
strength of the wind is given below each column, in number of cells shifted
upward. For example, if you are one cell to the right of the goal, then the
action left takes you to the cell just above the goal. Let us treat this as an
undiscounted episodic task, with constant rewards of �1 until the goal state
is reached. Figure 6.11 shows the result of applying "-greedy Sarsa to this
task, with " = 0.1, ↵ = 0.5, and the initial values Q(s, a) = 0 for all s, a. The
increasing slope of the graph shows that the goal is reached more and more
quickly over time. By 8000 time steps, the greedy policy (shown inset) was
long since optimal; continued "-greedy exploration kept the average episode
length at about 17 steps, two more than the minimum of 15. Note that Monte
Carlo methods cannot easily be used on this task because termination is not
guaranteed for all policies. If a policy was ever found that caused the agent to
stay in the same state, then the next episode would never end. Step-by-step
learning methods such as Sarsa do not have this problem because they quickly
learn during the episode that such policies are poor, and switch to something
else.

Exercise 6.6: Windy Gridworld with King’s Moves Re-solve the
windy gridworld task assuming eight possible actions, including the diagonal
moves, rather than the usual four. How much better can you do with the extra



Windy Gridworld

undiscounted, episodic, reward = –1 until goal

Wind:



Results of Sarsa on the Windy Gridworld



Q-Learning: Off-Policy TD Control

6.5. Q-LEARNING: OFF-POLICY TD CONTROL 145

Initialize Q(s, a), 8s 2 S, a 2 A(s), arbitrarily, and Q(terminal-state, ·) = 0
Repeat (for each episode):

Initialize S

Repeat (for each step of episode):
Choose A from S using policy derived from Q (e.g., "-greedy)
Take action A, observe R, S0

Q(S,A) Q(S,A) + ↵[R+ �max
a

Q(S0
, a)�Q(S,A)]

S  S

0;
until S is terminal

Figure 6.12: Q-learning: An o↵-policy TD control algorithm.

(Figure 3.7). Can you guess now what the diagram is? If so, please do make
a guess before turning to the answer in Figure 6.14.
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Figure 6.13: The cli↵-walking task. The results are from a single run, but
smoothed.

Example 6.6: Cli↵ Walking This gridworld example compares Sarsa
and Q-learning, highlighting the di↵erence between on-policy (Sarsa) and o↵-
policy (Q-learning) methods. Consider the gridworld shown in the upper part
of Figure 6.13. This is a standard undiscounted, episodic task, with start and
goal states, and the usual actions causing movement up, down, right, and left.
Reward is �1 on all transitions except those into the the region marked “The
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6.5 Q-learning: O↵-Policy TD Control

One of the most important breakthroughs in reinforcement learning was the devel-
opment of an o↵-policy TD control algorithm known as Q-learning (Watkins, 1989).
Its simplest form, one-step Q-learning , is defined by

Q(St, At) Q(St, At) + ↵
h
Rt+1 + � max

a
Q(St+1, a)�Q(St, At)

i
. (6.6)

In this case, the learned action-value function, Q, directly approximates q⇤, the op-
timal action-value function, independent of the policy being followed. This dramat-
ically simplifies the analysis of the algorithm and enabled early convergence proofs.
The policy still has an e↵ect in that it determines which state–action pairs are visited
and updated. However, all that is required for correct convergence is that all pairs
continue to be updated. As we observed in Chapter 5, this is a minimal requirement
in the sense that any method guaranteed to find optimal behavior in the general case
must require it. Under this assumption and a variant of the usual stochastic approx-
imation conditions on the sequence of step-size parameters, Q has been shown to
converge with probability 1 to q⇤. The Q-learning algorithm is shown in procedural
form in Figure 6.10.

What is the backup diagram for Q-learning? The rule (6.6) updates a state–action
pair, so the top node, the root of the backup, must be a small, filled action node.
The backup is also from action nodes, maximizing over all those actions possible in
the next state. Thus the bottom nodes of the backup diagram should be all these
action nodes. Finally, remember that we indicate taking the maximum of these “next
action” nodes with an arc across them (Figure 3.7). Can you guess now what the
diagram is? If so, please do make a guess before turning to the answer in Figure 6.12.

Initialize Q(s, a), 8s 2 S, a 2 A(s), arbitrarily, and Q(terminal-state, ·) = 0
Repeat (for each episode):

Initialize S
Repeat (for each step of episode):

Choose A from S using policy derived from Q (e.g., ✏-greedy)
Take action A, observe R, S0

Q(S, A) Q(S, A) + ↵
⇥
R + � maxa Q(S0, a)�Q(S, A)

⇤

S  S0;
until S is terminal

Figure 6.10: Q-learning: An o↵-policy TD control algorithm.

One-step Q-learning:
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Figure 6.5: The cli↵-walking task. The results are from a single run, but smoothed by
averaging the reward sums from 10 successive episodes.

The lower part of Figure 6.5 shows the performance of the Sarsa and Q-learning
methods with "-greedy action selection, " = 0.1. After an initial transient, Q-learning
learns values for the optimal policy, that which travels right along the edge of the
cli↵. Unfortunately, this results in its occasionally falling o↵ the cli↵ because of
the "-greedy action selection. Sarsa, on the other hand, takes the action selection
into account and learns the longer but safer path through the upper part of the
grid. Although Q-learning actually learns the values of the optimal policy, its on-
line performance is worse than that of Sarsa, which learns the roundabout policy.
Of course, if " were gradually reduced, then both methods would asymptotically
converge to the optimal policy.

Exercise 6.9 Why is Q-learning considered an o↵-policy control method?

Q-learning Expected Sarsa

Figure 6.6: The backup diagrams for Q-learning and expected Sarsa.
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Expected Sarsa

Instead of the sample value-of-next-state, use the expectation!

Expected Sarsa’s performs better than Sarsa (but costs more)
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Q-learning Expected Sarsa

Figure 6.12: The backup diagrams for Q-learning and expected Sarsa.

6.6 Expected Sarsa

Consider the learning algorithm that is just like Q-learning except that instead of
the maximum over next state–action pairs it uses the expected value, taking into
account how likely each action is under the current policy. That is, consider the
algorithm with the update rule

Q(St, At) Q(St, At) + ↵
h
Rt+1 + �E[Q(St+1, At+1) | St+1]�Q(St, At)

i

 Q(St, At) + ↵
h
Rt+1 + �

X

a

⇡(a|St+1)Q(St+1, a)�Q(St, At)
i
, (6.7)

but that otherwise follows the schema of Q-learning (as in Figure 6.10). Given the
next state, St+1, this algorithm moves deterministically in the same direction as
Sarsa moves in expectation, and accordingly it is called expected Sarsa. Its backup
diagram is shown in Figure 6.12.

Expected Sarsa is more complex computationally than Sarsa but, in return, it
eliminates the variance due to the random selection of At+1. Given the same amount
of experience we might expect it to perform slightly better than Sarsa, and indeed it
generally does. Figure 6.13 shows summary results on the cli↵-walking task with Ex-
pected Sarsa compared to Sarsa and Q-learning. As an on-policy method, Expected
Sarsa retains the significant advantage of Sarsa over Q-learning on this problem. In
addition, Expected Sarsa shows a significant improvement over Sarsa over a wide
range of values for the step-size parameter ↵. In cli↵ walking the state transitions
are all deterministic and all randomness comes from the policy. In such cases, Ex-
pected Sarsa can safely set ↵ = 1 without su↵ering any degradation of asymptotic
performance, whereas Sarsa can only perform well in the long run at a small value
of ↵, at which short-term performance is poor. In this and other examples there is
a consistent empirical advantage of Expected Sarsa over Sarsa.

In these cli↵ walking results we have taken Expected Sarsa to be an on-policy
algorithm, but in general we can use a policy di↵erent from the target policy ⇡ to
generate behavior, in which case Expected Sarsa becomes an o↵-policy algorithm.
For example, suppose ⇡ is the greedy policy while behavior is more exploratory;
then Expected Sarsa is exactly Q-learning. In this sense Expected Sarsa subsumes
and generalizes Q-learning while reliably improving over Sarsa. Except for the small
additional computational cost, Expected Sarsa may completely dominate both of the
other more-well-known TD control algorithms.
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6.6 Expected Sarsa

Consider the learning algorithm that is just like Q-learning except that instead of
the maximum over next state–action pairs it uses the expected value, taking into
account how likely each action is under the current policy. That is, consider the
algorithm with the update rule

Q(St, At) Q(St, At) + ↵
h
Rt+1 + �E[Q(St+1, At+1) | St+1]�Q(St, At)
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 Q(St, At) + ↵
h
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X

a

⇡(a|St+1)Q(St+1, a)�Q(St, At)
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, (6.7)

but that otherwise follows the schema of Q-learning (as in Figure 6.10). Given the
next state, St+1, this algorithm moves deterministically in the same direction as
Sarsa moves in expectation, and accordingly it is called expected Sarsa. Its backup
diagram is shown in Figure 6.12.

Expected Sarsa is more complex computationally than Sarsa but, in return, it
eliminates the variance due to the random selection of At+1. Given the same amount
of experience we might expect it to perform slightly better than Sarsa, and indeed it
generally does. Figure 6.13 shows summary results on the cli↵-walking task with Ex-
pected Sarsa compared to Sarsa and Q-learning. As an on-policy method, Expected
Sarsa retains the significant advantage of Sarsa over Q-learning on this problem. In
addition, Expected Sarsa shows a significant improvement over Sarsa over a wide
range of values for the step-size parameter ↵. In cli↵ walking the state transitions
are all deterministic and all randomness comes from the policy. In such cases, Ex-
pected Sarsa can safely set ↵ = 1 without su↵ering any degradation of asymptotic
performance, whereas Sarsa can only perform well in the long run at a small value
of ↵, at which short-term performance is poor. In this and other examples there is
a consistent empirical advantage of Expected Sarsa over Sarsa.

In these cli↵ walking results we have taken Expected Sarsa to be an on-policy
algorithm, but in general we can use a policy di↵erent from the target policy ⇡ to
generate behavior, in which case Expected Sarsa becomes an o↵-policy algorithm.
For example, suppose ⇡ is the greedy policy while behavior is more exploratory;
then Expected Sarsa is exactly Q-learning. In this sense Expected Sarsa subsumes
and generalizes Q-learning while reliably improving over Sarsa. Except for the small
additional computational cost, Expected Sarsa may completely dominate both of the
other more-well-known TD control algorithms.

a
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We then present results on two versions of the windy
grid world problem, one with a deterministic environment
and one with a stochastic environment. We do so in order
to evaluate the influence of environment stochasticity on
the performance difference between Expected Sarsa and
Sarsa and confirm the first part of Hypothesis 2. We then
present results for different amounts of policy stochasticity
to confirm the second part of Hypothesis 2. For completeness,
we also show the performance of Q-learning on this problem.
Finally, we present results in other domains verifying the
advantages of Expected Sarsa in a broader setting. All results
presented below are averaged over numerous independent
trials such that the standard error becomes negligible.

A. Cliff Walking

We begin by testing Hypothesis 1 using the cliff walking
task, an undiscounted, episodic navigation task in which the
agent has to find its way from start to goal in a deterministic
grid world. Along the edge of the grid world is a cliff (see
Figure 1). The agent can take any of four movement actions:
up, down, left and right, each of which moves the agent one
square in the corresponding direction. Each step results in a
reward of -1, except when the agent steps into the cliff area,
which results in a reward of -100 and an immediate return
to the start state. The episode ends upon reaching the goal
state.

S G

Fig. 1. The cliff walking task. The agent has to move from the start [S]
to the goal [G], while avoiding stepping into the cliff (grey area).

We evaluated the performance over the first n episodes as
a function of the learning rate ↵ using an ✏-greedy policy
with ✏ = 0.1. Figure 2 shows the result for n = 100 and
n = 100, 000. We averaged the results over 50,000 runs and
10 runs, respectively.

Discussion. Expected Sarsa outperforms Q-learning and
Sarsa for all learning rate values, confirming Hypothesis 1
and providing some evidence for Hypothesis 2. The optimal
↵ value of Expected Sarsa for n = 100 is 1, while for
Sarsa it is lower, as expected for a deterministic problem.
That the optimal value of Q-learning is also lower than 1 is
surprising, since Q-learning also has no stochasticity in its
updates in a deterministic environment. Our explanation is
that Q-learning first learns policies that are sub-optimal in
the greedy sense, i.e. walking towards the goal with a detour
further from the cliff. Q-learning iteratively optimizes these
early policies, resulting in a path more closely along the cliff.
However, although this path is better in the off-line sense, in
terms of on-line performance it is worse. A large value of
↵ ensures the goal is reached quickly, but a value somewhat
lower than 1 ensures that the agent does not try to walk right

on the edge of the cliff immediately, resulting in a slightly
better on-line performance.

For n = 100, 000, the average return is equal for all
↵ values in case of Expected Sarsa and Q-learning. This
indicates that the algorithms have converged long before the
end of the run for all ↵ values, since we do not see any
effect of the initial learning phase. For Sarsa the performance
comes close to the performance of Expected Sarsa only for
↵ = 0.1, while for large ↵, the performance for n = 100, 000
even drops below the performance for n = 100. The reason
is that for large values of ↵ the Q values of Sarsa diverge.
Although the policy is still improved over the initial random
policy during the early stages of learning, divergence causes
the policy to get worse in the long run.
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n = 100, Q−learning
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n = 1E5, Q−learning
n = 1E5, Expected Sarsa

Fig. 2. Average return on the cliff walking task over the first n episodes
for n = 100 and n = 100, 000 using an ✏-greedy policy with ✏ = 0.1. The
big dots indicate the maximal values.

B. Windy Grid World
We turn to the windy grid world task to further test Hy-

pothesis 2. The windy grid world task is another navigation
task, where the agent has to find its way from start to goal.
The grid has a height of 7 and a width of 10 squares. There
is a wind blowing in the ’up’ direction in the middle part of
the grid, with a strength of 1 or 2 depending on the column.
Figure 3 shows the grid world with a number below each
column indicating the wind strength. Again, the agent can
choose between four movement actions: up, down, left and
right, each resulting in a reward of -1. The result of an action
is a movement of 1 square in the corresponding direction plus
an additional movement in the ’up’ direction, corresponding
with the wind strength. For example, when the agent is in
the square right of the goal and takes a ’left’ action, it ends
up in the square just above the goal.

1) Deterministic Environment: We first consider a de-
terministic environment. As in the cliff walking task, we
use an ✏-greedy policy with ✏ = 0.1. Figure 4 shows the
performance as a function of the learning rate ↵ over the
first n episodes for n = 100 and n = 100, 000. For n = 100

Expected Sarsa

SarsaQ-learning

Asymptotic Performance

Interim Performance
(after 100 episodes)

Q-learning
Reward

per
episode

↵
10.1 0.2 0.4 0.6 0.80.3 0.5 0.7 0.9

0

-40

-80

-120

Figure 6.13: Interim and asymptotic performance of TD control methods on the cli↵-walking
task as a function of ↵. All algorithms used an "-greedy policy with " = 0.1. “Asymptotic”
performance is an average over 100,000 episodes. These data are averages of over 50,000 and
10 runs for the interim and asymptotic cases respectively. The solid circles mark the best
interim performance of each method. Adapted from van Seijen et al. (2009).

6.7 Maximization Bias and Double Learning

All the control algorithms that we have discussed so far involve maximization in the
construction of their target policies. For example, in Q-learning the target policy is
the greedy policy given the current action values, which is defined with a max, and in
Sarsa the policy is often "-greedy, which also involves a maximization operation. In
these algorithms, a maximum over estimated values is used implicitly as an estimate
of the maximum value, which can lead to a significant positive bias. To see why,
consider a single state s where there are many actions a whose true values, q(s, a),
are all zero but whose estimated values, Q(s, a), are uncertain and thus distributed
some above and some below zero. The maximum of the true values is zero, but the
maximum of the estimates is positive, a positive bias. We call this maximization
bias.

Maximization bias can be a problem for our control algorithms. A simple example
in which it harms performance is the MDP shown inset in Figure 6.14. The MDP
has two non-terminal states A and B. Episodes always start in A with a choice be-
tween two actions, right and wrong. The right action transitions immediately to the
terminal state with a reward and return of zero. The wrong action transitions to B,
also with a reward of zero, from which there are many possible actions all of which
cause immediate termination with a reward drawn from a normal distribution with
mean �0.1 and variance 1.0. Thus, the expected return for any trajectory starting
with wrong is �0.1, and wrong is indeed the ‘wrong’ action to take in state A. Nev-

van Seijen, van Hasselt, Whiteson, & Wiering 2009



Off-policy Expected Sarsa

Expected Sarsa generalizes to arbitrary behavior policies "
in which case it includes Q-learning as the special case in which 
π is the greedy policy

This idea seems to be new
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6.6 Expected Sarsa

Consider the learning algorithm that is just like Q-learning except that instead of
the maximum over next state–action pairs it uses the expected value, taking into
account how likely each action is under the current policy. That is, consider the
algorithm with the update rule

Q(St, At) Q(St, At) + ↵
h
Rt+1 + �E[Q(St+1, At+1) | St+1]�Q(St, At)

i

 Q(St, At) + ↵
h
Rt+1 + �

X

a

⇡(a|St+1)Q(St+1, a)�Q(St, At)
i
, (6.7)

but that otherwise follows the schema of Q-learning (as in Figure 6.10). Given the
next state, St+1, this algorithm moves deterministically in the same direction as
Sarsa moves in expectation, and accordingly it is called expected Sarsa. Its backup
diagram is shown in Figure 6.12.

Expected Sarsa is more complex computationally than Sarsa but, in return, it
eliminates the variance due to the random selection of At+1. Given the same amount
of experience we might expect it to perform slightly better than Sarsa, and indeed it
generally does. Figure 6.13 shows summary results on the cli↵-walking task with Ex-
pected Sarsa compared to Sarsa and Q-learning. As an on-policy method, Expected
Sarsa retains the significant advantage of Sarsa over Q-learning on this problem. In
addition, Expected Sarsa shows a significant improvement over Sarsa over a wide
range of values for the step-size parameter ↵. In cli↵ walking the state transitions
are all deterministic and all randomness comes from the policy. In such cases, Ex-
pected Sarsa can safely set ↵ = 1 without su↵ering any degradation of asymptotic
performance, whereas Sarsa can only perform well in the long run at a small value
of ↵, at which short-term performance is poor. In this and other examples there is
a consistent empirical advantage of Expected Sarsa over Sarsa.

In these cli↵ walking results we have taken Expected Sarsa to be an on-policy
algorithm, but in general we can use a policy di↵erent from the target policy ⇡ to
generate behavior, in which case Expected Sarsa becomes an o↵-policy algorithm.
For example, suppose ⇡ is the greedy policy while behavior is more exploratory;
then Expected Sarsa is exactly Q-learning. In this sense Expected Sarsa subsumes
and generalizes Q-learning while reliably improving over Sarsa. Except for the small
additional computational cost, Expected Sarsa may completely dominate both of the
other more-well-known TD control algorithms.
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but that otherwise follows the schema of Q-learning (as in Figure 6.10). Given the
next state, St+1, this algorithm moves deterministically in the same direction as
Sarsa moves in expectation, and accordingly it is called expected Sarsa. Its backup
diagram is shown in Figure 6.12.

Expected Sarsa is more complex computationally than Sarsa but, in return, it
eliminates the variance due to the random selection of At+1. Given the same amount
of experience we might expect it to perform slightly better than Sarsa, and indeed it
generally does. Figure 6.13 shows summary results on the cli↵-walking task with Ex-
pected Sarsa compared to Sarsa and Q-learning. As an on-policy method, Expected
Sarsa retains the significant advantage of Sarsa over Q-learning on this problem. In
addition, Expected Sarsa shows a significant improvement over Sarsa over a wide
range of values for the step-size parameter ↵. In cli↵ walking the state transitions
are all deterministic and all randomness comes from the policy. In such cases, Ex-
pected Sarsa can safely set ↵ = 1 without su↵ering any degradation of asymptotic
performance, whereas Sarsa can only perform well in the long run at a small value
of ↵, at which short-term performance is poor. In this and other examples there is
a consistent empirical advantage of Expected Sarsa over Sarsa.

In these cli↵ walking results we have taken Expected Sarsa to be an on-policy
algorithm, but in general we can use a policy di↵erent from the target policy ⇡ to
generate behavior, in which case Expected Sarsa becomes an o↵-policy algorithm.
For example, suppose ⇡ is the greedy policy while behavior is more exploratory;
then Expected Sarsa is exactly Q-learning. In this sense Expected Sarsa subsumes
and generalizes Q-learning while reliably improving over Sarsa. Except for the small
additional computational cost, Expected Sarsa may completely dominate both of the
other more-well-known TD control algorithms.
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Summary

Introduced one-step tabular model-free TD methods
These methods bootstrap and sample, combining aspects of 
Dynamic Programming and MC methods
TD methods are computationally congenial
If the world is truly Markov, then TD methods will learn 
faster than MC methods
MC methods have lower error on past data, but higher error 
on future data
Extending prediction to control

On-policy control: Sarsa, Expected Sarsa
Off-policy control: Q-learning, Expected Sarsa

Avoiding maximization bias with Double Q-learning



4 examples of the effect of bootstrapping  
suggest that λ=1 (no bootstrapping) is a very poor choice

(i.e., Monte Carlo has high variance)
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With linear function approximation,  
TD converges to the TD fixedpoint,         ,   
a biased but interesting answer
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by the inner product between ✓ and �(s):

v̂(s,✓)
.
= ✓>�(s)

.
=

nX

i=1

✓i�i(s). (9.8)

In this case the approximate value function is said to be linear in the weights, or
simply linear. The individual functions �i : S ! R are called basis functions because
they form a linear basis for the set of approximate functions of this form. Construct-
ing n-dimensional feature vectors to represent states is the same as selecting a set of
n basis functions.

It is natural to use SGD updates with linear function approximation. The gradient
of the approximate value function with respect to ✓ in this case is

rv̂(s,✓) = �(s).

Thus, the general SGD update (9.7) reduces to a particularly simple form in the
linear case.

Because it is so simple, the linear SGD case is one of the most favorable for
mathematical analysis. Almost all useful convergence results for learning systems of
all kinds are for linear (or simpler) function approximation methods.

In particular, in the linear case there is only one optimum (or, in degenerate cases,
one set of equally good optima), and thus any method that is guaranteed to converge
to or near a local optimum is automatically guaranteed to converge to or near the
global optimum. For example, the gradient Monte Carlo algorithm presented in the
previous section converges to the global optimum of the MSVE under linear function
approximation if ↵ is reduced over time according to the usual conditions.

The semi-gradient TD(0) algorithm presented in the previous section also con-
verges under linear function approximation, but this does not follow from general
results on SGD; a separate theorem is necessary. The weight vector converged to is
also not the global optimum, but rather a point near the local optimum. It is useful
to consider this important case in more detail, specifically for the continuing case.
The update at each time t is
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where here we have used the notational shorthand �t = �(St). Once the system
has reached steady state, for any given ✓t, the expected next weight vector can be
written

E[✓t+1|✓t] = ✓t + ↵(b � A✓t), (9.10)
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by the inner product between ✓ and �(s):
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✓i�i(s). (9.8)

In this case the approximate value function is said to be linear in the weights, or
simply linear. The individual functions �i : S ! R are called basis functions because
they form a linear basis for the set of approximate functions of this form. Construct-
ing n-dimensional feature vectors to represent states is the same as selecting a set of
n basis functions.
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From (9.10) it is clear that, if the system converges, it must converge to the weight
vector ✓TD at which

b � A✓TD = 0

) b = A✓TD

) ✓TD
.
= A�1b. (9.12)

This quantity is called the TD fixpoint. In fact linear semi-gradient TD(0) converges
to this point. Some of the theory proving its convergence, and the existence of the
inverse above, is given in the box.

Proof of Convergence of Linear TD(0)

What properties assure convergence of the linear TD(0) algorithm (9.9)? Some
insight can be gained by rewriting (9.10) as

E[✓t+1|✓t] = (I � ↵A)✓t + ↵b. (9.13)

Note that the matrix A multiplies the weight vector ✓t and not b; only A is
important to convergence. To develop intuition, consider the special case in
which A is a diagonal matrix. If any of the diagonal elements are negative,
then the corresponding diagonal element of I � ↵A will be greater than one,
and the corresponding component of ✓t will be amplified, which will lead to
divergence if continued. On the other hand, if the diagonal elements of A
are all positive, then ↵ can be chosen smaller than one over the largest of
them, such that I � ↵A is diagonal with all diagonal elements between 0 and
1. In this case the first term of the update tends to shrink ✓t, and stability
is assured. In general case, ✓t will be reduced toward zero whenever A is
positive definite, meaning y>Ay > 0 for real vector y. Positive definiteness
also ensures that the inverse A�1 exists.

For linear TD(0), in the continuing case with � < 1, the A matrix (9.11)
can be written
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where d(s) is the stationary distribution under ⇡, p(s0|s) is the probability
of transition from s to s0 under policy ⇡, P is the |S| ⇥ |S| matrix of these
probabilities, D is the |S| ⇥ |S| diagonal matrix with the d(s) on its diagonal,
and � is the |S| ⇥ n matrix with �(s) as its rows. From here it is clear that
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TD(0) update:

In expectation:

Fixed-point analysis:
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the inner matrix D(I � �P) is key to determining the positive definiteness of
A.

For a key matrix of this type, positive definiteness is assured if all of its
columns sum to a nonnegative number. This was shown by Sutton (1988, p. 27)
based on two previously established theorems. One theorem says that any
matrix M is positive definite if and only if the symmetric matrix S = M+M>

is positive definite (Sutton 1988, appendix). The second theorem says that
any symmetric real matrix S is positive definite if all of its diagonal entries
are positive and greater than the sum of the corresponding o↵-diagonal entries
(Varga 1962, p. 23). For our key matrix, D(I � �P), the diagonal entries are
positive and the o↵-diagonal entries are negative, so all we have to show is
that each row sum plus the corresponding column sum is positive. The row
sums are all positive because P is a stochastic matrix and � < 1. Thus it only
remains to show that the column sums are nonnegative. Note that the row
vector of the column sums of any matrix M can be written as 1>M, where 1 is
the column vector with all components equal to 1. Let d denote the |S|-vector
of the d(s), where d = P>d by virtue of d being the stationary distribution.
The column sums of our key matrix, then, are:

1>D(I � �P) = d>(I � �P)

= d> � �d>P

= d> � �d> (because d is the stationary distribution)

= (1 � �)d,

all components of which are positive. Thus, the key matrix and its A matrix
are positive definite, and on-policy TD(0) is stable. (Additional conditions
and a schedule for reducing ↵ over time are needed to prove convergence with
probability one.)

At the TD fixpoint, it has also been proven (in the continuing case) that the MSVE
is within a bounded expansion of the lowest possible error:

MSVE(✓TD)  1

1 � �
min
✓

MSVE(✓). (9.14)

That is, the asymptotic error of the TD method is no more than 1
1�� times the small-

est possible error, that attained in the limit by the Monte Carlo method. Because
� is often near one, this expansion factor can be quite large, so there is substantial
potential loss in asymptotic performance with the TD method. On the other hand,
recall that the TD methods are often of vastly reduced variance compared to Monte
Carlo methods, and thus faster, as we saw in Chapters 6 and 7. Which method will
be best depends on the nature of the approximation and problem, and on how long
learning contiunues.

A bound analogous to (9.14) applies to other on-policy bootstrapping methods
as well. For example, linear semi-gradient DP (Eq. 9.7 with Ut
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Frontiers of TD learning
• Off-policy prediction with linear function approx 

• Non-linear function approximation 

• Convergence theory for TD control methods 

• Finite-time theory (beyond convergence) 

• Combining with deep learning 

• e.g., is a replay buffer really necessary? 

• Predicting myriad signals other than reward,  
as in Horde, Unreal, and option models



TD learning is a uniquely important 
kind of learning, maybe ubiquitous

• It is learning to predict, perhaps the only scalable kind of learning 

• It is learning specialized for general, multi-step prediction,  
which may be key to perception, meaning, and modeling the world 

• It takes advantage of the state property 

• which makes it fast, data efficient 

• which also makes it asymptotically biased 

• It is computationally congenial 

• We have just begun to use it for things other than reward


